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1.Can we write try and finally without catch block what is the use??

Yes,  we can have try without catch block by using finally block.

You can use try with finally. As you know finally block always executes even if you have exception or return statement in try block.

public class TryWithoutCatchMain {

public static void main(String args[])

{

  try

  {

   System.out.println("Executing try block");

  }

  finally

  {

   System.out.println("Executing finally block");

  }

}

}

Output: Executing try block

Executing finally block

If you have return statement in try block, still finally block executes.

public class TryWithoutCatchMain {

public static void main(String args[])

{

  System.out.println(print());

}

public static String print()

{

  try

  {

   System.out.println("Executing try block");

   return "Return from try block";

  }

  finally

  {

   System.out.println("Executing finally block");

  }

}

}

Executing try block

Executing finally block

Return from try block

2.Can we create class as final?

The final modifier for finalizing the implementations of classes, methods, and variables.

The main purpose of using a class being declared as final is to prevent the class from being subclassed. If a class is marked as final then no class can inherit any feature from the final class.

You cannot extend a final class. If you try it gives you a compile time error.

You can declare some or all of a class's methods *final*. You use the final keyword in a method declaration to indicate that the method cannot be overridden by subclasses.

Methods called from constructors should generally be declared final. If a constructor calls a non-final method, a subclass may redefine that method with surprising or undesirable results.

Note that you can also declare an entire class final. A class that is declared final cannot be subclassed. This is particularly useful, for example, when creating an immutable class like the String class.

3.Why java is platform independent??

Java is a platform-independent language. In other words, you can write your code once and then run it anywhere, on any platform that provides the environment to run it.

This environment is the Java Virtual Machine (JVM). The JVM should be present to execute the code. The JVM is different for each platform.

In the case of Java, platform independence does not mean that you can run the code anywhere; you can run it wherever the environment is provided. This is the key point of platform independence in Java.

In Java, programs are compiled into byte code and that byte code is platform-independent. The byte code is executed by the Java Virtual Machine and the Java Virtual Machine is platform dependent. Java is platform-independent. Any machine to execute the byte code needs the Java Virtual Machine.

For example, Java can be use in Windows , Linux as well as mac operating system. Thus it is said that java is platform independent.

4.What is Metaspace and Heap memory??

Metaspace

Metaspace is a new memory space – starting from the Java 8 version; it has replaced the older permgen memory space. The most significant difference is how it handles memory allocation.

Specifically, this native memory region grows automatically by default.

We also have new flags to tune the memory:

* Metaspacesize and maxmetaspacesize – we can set the Metaspace upper bounds.
* Minmetaspacefreeratio – is the minimum percentage of class metadata capacity free after [garbage collection](https://www.baeldung.com/jvm-garbage-collectors)
* Maxmetaspacefreeratio – is the maximum percentage of class metadata capacity free after a garbage collection to avoid a reduction in the amount of space

Additionally, the garbage collection process also gains some benefits from this change. The garbage collector now automatically triggers the cleaning of the dead classes once the class metadata usage reaches its maximum metaspace size.

Therefore, with this improvement, JVM reduces the chance to get the outofmemory error.

Heap memory

Heap memory is a part of memory allocated to JVM, which is shared by all executing threads in the application. It is the part of JVM in which all class instances and are allocated. It is created on the Start-up process of JVM. It does not need to be contiguous, and its size can be static or dynamic. Space allocated to the memory is reclaimed through an automatic memory management process called garbage collection. Heap memory is a shared area that is utilized during the runtime of Java applications. It is created during the instantiation of Java Virtual Machine (JVM).

This memory is shared by instances of all the classes created during the runtime of an application. As per system configuration, the size of heap memory may be fixed or variable. In order to reclaim the space of heap memory, an automatic memory management process called garbage collection is triggered by JVM. JVM provides control to developers to vary the size of heap memory according to requirement.

**College Management**

**package** com.pack;

**import** java.util.Scanner;

**public** **class** CollegeManagement {

**public** **static** **void** main(String[] args) {

Scanner sc = **new** Scanner(System.***in***);

**int** std\_id;

**char** choice;

String std\_name;

**int** m\_hin, m\_eng, m\_mat, m\_sci, m\_soc;

System.***out***.println("Welcome to College Management");

System.***out***.println("Enter student id");

std\_id = sc.nextInt();

System.***out***.println("Enter student name");

std\_name = sc.next();

System.***out***.println("Enter marks in hindi ");

m\_hin = sc.nextInt();

System.***out***.println("Enter marks in english ");

m\_eng = sc.nextInt();

System.***out***.println("Enter marks in science");

m\_sci = sc.nextInt();

System.***out***.println("Enter marks in maths");

m\_mat = sc.nextInt();

System.***out***.println("Enter marks in social ");

m\_soc = sc.nextInt();

System.***out***.println("Student added successfully");

**do** {

System.***out***.println("11: Check student result");

System.***out***.println("22: Add student result");

System.***out***.println("33: Exit");

**int** option;

option = sc.nextInt();

**switch** (option) {

**case** 11: {

**int** stdid;

System.***out***.println("Enter student id to check result");

stdid = sc.nextInt();

**if** (stdid != std\_id) {

System.***out***.println("student id not found");

} **else** {

**double** percentage;

**int** total;

String result;

total = m\_hin + m\_eng + m\_mat + m\_sci + m\_soc;

percentage = total \* 100 / 500;

**if** (total >= 250) {

result = "pass";

} **else** {

result = "fail";

}

System.***out***.println("Student Result {id =" + std\_id + ", name =" + std\_name

+ ", marks=Subject Marks{hindi = " + m\_hin + ", english =" + m\_eng + ", maths =" + m\_mat

+ ", Science =" + m\_sci + ", social =" + m\_soc + "}, result =" + result + ", total ="

+ total + ", percentage =" + percentage + "}");

}

}

**break**;

**case** 22: {

**double** percentage;

**int** total;

String result;

total = m\_hin + m\_eng + m\_mat + m\_sci + m\_soc;

System.***out***.println("total =" + total);

percentage = total \* 100 / 500;

System.***out***.println("percentage =" + percentage);

**if** (total >= 250) {

System.***out***.println("pass");

} **else** {

System.***out***.println("fail");

}

}

**break**;

**case** 33: {

System.***out***.println("Exit");

}

**break**;

**default**: {

System.***out***.println("wrong option");

}

}

System.***out***.println("Do you want to continue (Y/N):");

choice = sc.next().charAt(0);

} **while** (choice == 'y' || choice == 'Y');

System.***out***.println("Bye");

}

}

Character count

**package** com.pack;

**import** java.util.Scanner;

**public** **class** CharacterCount {

**static** **final** **int** ***MAX\_CHAR*** = 256;

**static** **void** getOccuringChar(String str) {

**int** count[] = **new** **int**[***MAX\_CHAR***];

**for** (**int** i = 0; i < str.length(); i++)

count[str.charAt(i)]++;

**char** ch[] = **new** **char**[str.length()];

**for** (**int** i = 0; i < str.length(); i++) {

ch[i] = str.charAt(i);

**int** f = 0;

**for** (**int** j = 0; j <= i; j++) {

**if** (str.charAt(i) == ch[j])

f++;

}

**if** (f == 1)

System.***out***.println(str.charAt(i) + " :" + count[str.charAt(i)]);

}

}

**public** **static** **void** main(String[] args) {

Scanner sc = **new** Scanner(System.***in***);

String s;

System.***out***.println("Enter the string");

s = sc.next();

*getOccuringChar*(s);

}

}

Remove Duplicates

package com.pack;

import java.util.ArrayList;

import java.util.Arrays;

public class RemoveDuplicate {

public static <T> ArrayList<T> deleteDuplicates(ArrayList<T> list) {

ArrayList<T> newList = new ArrayList<T>();

for (T element : list) {

if (!newList.contains(element)) {

newList.add(element);

}

}

return newList;

}

public static void main(String[] args) {

ArrayList<Integer> list = new ArrayList<>(Arrays.asList(1, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 1, 2, 5, 7, 6, 3, 2));

System.out.println("ArrayList without removing duplicates is ->" + list);

ArrayList<Integer> newList = deleteDuplicates(list);

System.out.println("ArrayList after deletion of duplicates is ->" + newList);

}

}

**Strings Equal**

**package** com.pack;

**import** java.util.Scanner;

**public** **class** StringsEqual {

**public** **static** **void** main(String[] args) {

Scanner sc = **new** Scanner(System.***in***);

System.***out***.println("Enter the first string: ");

String string1 = sc.nextLine();

System.***out***.println("Enter the second string :");

String string2 = sc.nextLine();

System.***out***.println("Are both strings same: ");

**if** (string1.equals(string2) == **true**) {

System.***out***.println("Yes");

} **else** {

System.***out***.println("No");

}

}

}

**Multiples Using Recursion**

**package** com.pack;

**public** **class** MultiplesUsingRecursion {

**static** **void** multiples(**int** i, **int** n) {

**if** (i >= 1 || n <= 1) {

System.***out***.println("Enter Number : " + i);

}

**while** (i <= 1 || n <= 1)

;

System.***out***.println("Multiples of " + i + " are:");

**for** (**int** counter = 0; counter < n; counter++) {

System.***out***.println(i \* (2 + counter) + " ");

}

}

**public** **static** **void** main(String[] args) {

**int** s = 2;

*multiples*(s, 9);

}

}

Highest Salary

**package** com.pack;

**public** **class** HighestSalary {

**private** **long** id;

**private** String name;

**private** **int** salary;

**public** HighestSalary(**long** id, String name, **int** salary) {

**this**.id = id;

**this**.name = name;

**this**.salary = salary;

}

**public** **int** getSalary() {

**return** salary;

}

**public** **void** setSalary(**int** salary) {

**this**.salary = salary;

}

@Override

**public** String toString() {

**return** "Employee [id=" + id + "," + " name=" + name + "," + " salary=" + salary + "]";

}

}

package com.pack;

import java.util.Arrays;

import java.util.List;

class Employee {

public static void main(String[] args) {

List<HighestSalary> employees = Arrays.asList(new HighestSalary(1, "Piyush", 50000), new HighestSalary(2, "Omkar", 30000),

new HighestSalary(3, "Yash", 40000) , new HighestSalary(4, "Pratik", 10000), new HighestSalary(5, "Pramod", 60000));

int maxSalary = employees.stream().map(HighestSalary::getSalary).max(Integer::compare).get();

System.out.println("Max salary of the employee:" + maxSalary);

System.out.print("Employee details:");

employees.stream().filter(emp -> emp.getSalary() == maxSalary).forEach(System.out::println);

}

}

Menu

**package** com.pack;

**import** java.sql.Connection;

**import** java.sql.DriverManager;

**import** java.sql.PreparedStatement;

**import** java.sql.ResultSet;

**import** java.sql.SQLException;

**import** java.util.Scanner;

**public** **class** Menu {

**public** **static** **void** main(String[] args) **throws** ClassNotFoundException, SQLException {

Class.*forName*("org.apache.derby.jdbc.ClientDriver");// loading drivers

Connection conn = DriverManager.*getConnection*("jdbc:derby://localhost:1527/training;create=false", "derby",

"derby");

**char** choice;

Scanner sc = **new** Scanner(System.***in***);

**int** menu;

**do** {

System.***out***.println("1: View Employee Data ");

System.***out***.println("2: Update Employee Data ");

System.***out***.println("3: Add Employee ");

System.***out***.println("4: Delete Employee Data ");

System.***out***.println("5: View Employee Data for everyone ");

System.***out***.println("6: Exit");

menu = sc.nextInt();

**switch** (menu) {

**case** 1: {

PreparedStatement st = conn.prepareStatement("select \* from app.employee where emp\_id=?");

System.***out***.println("Enter employee id to search data: ");

**int** id = sc.nextInt();

st.setInt(1, id);

ResultSet rs = st.executeQuery();

**while** (rs.next()) {

System.***out***.println("EMP\_ID = " + rs.getInt(1) + " EMP\_NAME = " + rs.getString(2) + " EMP\_SAL = "

+ rs.getInt(3));

}

}

**break**;

**case** 2: {

System.***out***.println("Enter employee id where we need to update data :");

**int** idu = sc.nextInt();

System.***out***.println("Enter Name = ");

String nameu = sc.next();

System.***out***.println("Enter Salary =");

**int** salaryu = sc.nextInt();

PreparedStatement stri = conn

.prepareStatement("update app.employee set emp\_nm=? , emp\_sal =? where emp\_id=?");

stri.setString(1, nameu);// execute the statement

stri.setInt(2, salaryu);

stri.setInt(3, idu);

stri.executeUpdate();

System.***out***.println("records updated");

}

**break**;

**case** 3: {

PreparedStatement str = conn.prepareStatement("insert into app.employee values(?,?,?)");

System.***out***.println("Enter Employee Data :");

System.***out***.println("Employee Id = ");

**int** insertid = sc.nextInt();

System.***out***.println("Employee Name = ");

String insertname = sc.next();

System.***out***.println("Employee Salary = ");

**int** insertsalary = sc.nextInt();

str.setInt(1, insertid);

str.setString(2, insertname);

str.setInt(3, insertsalary);// execute the statement

str.executeUpdate();

System.***out***.println(" records inserted");

}

**break**;

**case** 4: {

PreparedStatement strin = conn.prepareStatement("delete from app.employee where emp\_id=? ");

System.***out***.println("Enter employee id to delete data: ");

**int** empdel = sc.nextInt();

strin.setInt(1, empdel);

// strin.setString(2, "java");// execute the statement

strin.executeUpdate();

System.***out***.println("records deleted");

}

**break**;

**case** 5: {

PreparedStatement st4 = conn.prepareStatement("select \* from app.employee");

ResultSet rs4 = st4.executeQuery();

**while** (rs4.next()) {

System.***out***.println(

"ID: " + rs4.getString(1) + " Name: " + rs4.getString(2) + " Salary: " + rs4.getString(3));

}

}

**break**;

**case** 6: {

System.***out***.println("Exit");

}

**break**;

**default**: {

System.***out***.println("wrong option");

}

}

System.***out***.println("Do you want to continue (Y/N):");

choice = sc.next().charAt(0);

} **while** (choice == 'y' || choice == 'Y');

System.***out***.println("End");

}

}